자료구조의 정의

* 컴퓨터 프로그램
* 데이터 + 명령어
* 자료구조
* 데이터를 효율적으로 처리할 수 있도록 만들어진 데이터의 처리 방식
* 알고리즘
* 데이터를 효율적으로 처리할 수 있는 방법
  + 프로그램의 목적에 따라 올바른 자료구조를 사용할 경우 얻을 수 있는 이득

1. 메모리의 **효율적 사용**
2. 프로그램 **수행 시간의 단축**
   * + 효율적인 알고리즘 적용하기 위해서는 알맞은 자료구조가 선행 되어야 함

* 자료구조의 분류

1. 단순구조 : 기본적인 데이터타입들이 해당
   * EX) int, float, double, …
2. 선형구조 : 각각의 자료들이 1:1로 연결된 형태
   * EX) 스택, 큐, 리스트, 덱, …
3. 비선형구조 : 각각의 자료들이 1:다 또는 다:다로 연결된 형태
   * EX) 트리, 그래프, …
4. 파일구조 : 일반적으로 메모리에 로드하기 어려운 큰 자료들이 대상
   * 보조기억장치에 저장하는 것을 전제로 만들어졌다.
   * 구성 방식에 따라 순차적, 상대적, 색인, 다중 키 파일구조등이 있다.

* 추상자료형
* 자료형이란?
* 자료(데이터) + 명령어
* EX) int 자료형 = int + 사칙연산을 필두로 한 명령어들
* 정보은닉
* 사용자로 하여금 핵심적인 정보만 확인할 수 있게 하고, 내부적 기능이나, 형태는 공개하지 않는 것 🡪 백조를 생각하면 편할 듯 하다.
* 추상자료형이란?
* 정보은닉 + 자료형
* 데이터와 명령어로 구성된 자료형에 정보은닉의 개념을 쓰까 만든 것
* 사용에 있어서 핵심적인 데이터나 명령어들의 정의만 공개하고 내부 로직 같은 필수 적이지 않은 부분들은 비공개로 정의한 형태
* 알고리즘
* 알고리즘이란?
* 문제해결을 위한 일련의 절차
* 컴퓨터가 이해할 수 있는 명백한 명령어의 집합이면서 어떤 문제를 해결하기 위한 절차
* 알고리즘은 문제 해결을 위한 5가지 조건이 필요

1. 입력 : 외부에서 제공되는 자료가 0개이상 존재해야 한다.
2. 출력 : 적어도 1개 이상의 결과를 만들어야 한다.
3. 유한성 : 각 명령어는 의미가 모호해서는 안된다.
4. 명백성 : 한정된 수의 단계 뒤에는 반드시 종료되어야 한다.
5. 유효성 : 모든 명령은 실행 가능한 연산이어야 한다.

* 알고리즘의 표현법
* 대표적으로 4가지의 표현 방법이 존재

1. 자연어
2. 순서도
3. 의사코드
4. 프로그래밍 언어

* 알고리즘의 분석기준
* 공간 복잡도
* 시간 복잡도

🡪 임베디드 환경을 제외한 대부분의 환경에서 시간 복잡도를 우선시 함

* 시간 복잡도
* 계산방법
  + 한번의 연산을 1로 잡아 명령어들의 구성을 통해 함수를 도출
  + 반복문의 경우 명령어 동작시 적용되는 연산 마다 1씩 증가 후 \* 반복횟수
* 빅오 표기법
  + 시간 복잡도 함수에서 가장 큰 차수의 항만 도출해 표기
  + O(n)의 형태
  + n < logn < nlogn < n^2 < n^3 < 2^n < n!

C프로그래밍

* 컴파일 및 실행 프로그램 작성
  + 빌드 시 출력되는 메시지에서 구성:DebugWin32가 출력 되는 것을 확인 가능
  + 일반적으로 visual Studio의 프로젝트는 2개의 빌드환경을 가짐

1. Debug : C 소스파일을 컴파일 할 때 디버깅 정보를 실행 프로그램에 자동 추가
   * 솔루션 파일이 저장되는 폴더의 하위Debug폴더에 저장
2. Release : 개발이 완료된다음에 실행 프로그램 배포 시에 Release환경에서 빌드 된 실행 파일을 배포
   * Release폴더에 저장

* 단순 자료형
* 정수
* 소수점이하는 저장하지 않음
* unsigned추가시 음수 값에 할당된 비트까지 가져와서 표현 가능
* 실수
* 소수를 포함하는 수
* 수의 범위에서 E라는 문자가 표현되는대, E다음에 오는 수가 지수(Exponential)이라는 의미이다.
* 문자
* 문자를 나타내는대 사용
* 배열
* 같은 자료 형의 데이터를 메모리상에 연속적으로 저장하는 자료형
* 연속된 각각의 값을 배열의 원소(Element)라고 한다.

🡪 어떤 자료형의 배열수를 추출하는 방법 : Sizeof(배열)/sizeof(배열의 자료형)

* 다차원 배열
* 배열의 원소가 배열 자료형인 배열
* 2차원 배열에서는 열에 대한 인덱스가 행에 대한 인덱스보다 먼저 나온다
* 물리적인 실제 메모리 구조는 순차적으로 할당된다.
* 구조체
* 다른 자료형의 데이터를 하나의 그룹으로 묶은 자료형
* 사용하려면 먼저 구조체에 대한 선언이 필요
* 자료형 정의를 통해 하나의 독립된 구조를 가지도록 선언해야 함
* 자료형 선언이라 후에 변수선언도 따로 해줘야 한다.
* Typedef를 통해 하나의 데이터타입으로 정의 하기도 한다.
* 포인터
* 포인터 변수는 메모리주소값을 저장하는 변수이다.
* 프로그램의 안정성 차원에서 가능한 변수 선언에 항상 NULL값을 넣어 초기화를 시켜 줘야 한다.
* 포인터 연산

1. 주소연산자(&) : 변수의 주소값을 얻기 위한 연산자
2. 참조연산자(\*) : 포인터 변수에 저장된 주소를 이용해 해당 주소에 있는 값을 얻는 연산자

* 동적 메모리 할당
* 프로그램 실행중(런타임)j에 임의의 크기로 메모리를 할당 할 수 있다.
* Void\* Malloc(int size)을 사용해 할당 가능
  + 파라미터인 size바이트 만큼 메모리를 할당 후 할당된 메모리 블록의 시작 주소를 반환한다.
  + 할당 불가능시 NULL을 반환 🡪 malloc호출후에는 반드시 NULL이 아닌지 검사를 해야 한다.
  + 할당시킨 메모리는 사용 후 반드시 void free(void \*ptr)로 할당을 해제해 줘야 한다.
  + free함수의 경우 파라미터로 NULL또는 쓰레기값이 전달 될 경우 ㅈ 될수 있다.
* 초기화 : void \*Memset(void \*ptr\_start, int value, size\_t count)를 사용해 초기화 가능
  + String.h를 선언 시켜 줘야 한다.
  + Ptr\_start가 가리키는 메모리 영역을 시작으로 Count크기만큼 value로 설정한다.
* 더블 포인터
* 다른 변수의 메모리 주소를 저장하는 포인터 변수의 주소를 저장
* 포인터와 배열
* 배열을 포인터로 나타내는 것 또한 가능하다.
* 2차 배열의 경우 더블 포인터를 활용해 표현 가능하다.
* 배열의 이름 = 포인터변수

Ex) int arr[10]일 때, arr = 포인터 변수 🡪 값을 더해주는 것으로 다른 인덱스에 접근 가능

* 2차배열의 이름 = 더블 포인터 변수

Ex) int arr[a][b]일 때, arr = 더블 포인터 변수

🡪 값을 더해주는 것으로 a의 인덱스에 접근 가능

🡪 이후 도출된 값에 수를 더해주는 것으로 b인덱스에 접근 가능

* 구조체에서도 포인터 사용가능
* 포인터 참조연산으로 값 도출 시 (.)연산자가 (\*)연산자보다 우선순위가 높으니 주의

리스트

* 리스트
* 여러 개의 자료가 일직선으로 서로 연결된 선형 구조를 의미
* 리스트의 활용 예시

1. 문자리스트 : 문자들이 각각 차례대로 저장
   * + - 리스트에 저장되는 자료는 각각의 문자가 되고, 문자들은 순서대로 선형 구조를 이루게 된다.
2. 문자열 리스트 : 저장되는 자료가 문자열
   * + - 제일 마지막 문자는 널문자(‘\0’)가 오게된다.
3. 행렬 : 행렬은 각각의 열이 행개수만큼의 자료를 가지는 리스트라 볼 수 있다.
4. 다항식 : 리스트를 활용하여 다항식 또한 저장 할 수 있다.
   * 다항식의 계수값을 저장하는 리스트로 표현 가능하다.
   * 계수가 0인 경우도 저장을 해야 한다.

* 리스트 추상자료형
* 리스트 사용에 필요한 추상자료형

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| 이름 |  | 입력 | 출력 | 설명 |
| 리스트 생성 | createList() | 최대 원소 개수 n | 리스트 l | 최대 n개의 원소를 가지는 공백(Empty)리스트 l을 생성 |
| 리스트 삭제 | deleteList() | 리스트 l | N/A | 리스트의 모든 원소를 제거 |
| 원소 추가  가능여부판단 | isFull() | 리스트 l | TRUE/FALSE | 리스트의 원소 개수가 최대 원소 개수와 같은지를 반환.  배열 리스트인 경우에만 의미가 있음 |
| 원소 추가 | addElement() | 리스트 l  원소 위치 p  원소 e | 성공/실패 여부 | 원소 e를 리스트의 특정 위치 p에 추가 |
| 원소 제거 | removeElement() | 리스트 l  원소 위치 p | 성공/실패 여부 | 리스트의 위치 p에 있는 원소를 제거 |
| 리스트 초기화 | clearList() | 리스트 l | N/A | 리스트의 모든 원소를 제거 |
| 원소 개수 | getListLength | 리스트 l | 원소의 개수 | 리스트의 모든 원소개수를 반환 |
| 원소 반환 | getElement() | 리스트 l  원소 위치 p | 원소 | 리스트의 위치 p에 있는 원소를 반환 |

* + 경우에 따라서 디버깅 용도로 모든 노드를 출력하는 displayList()가 필요 할 수 있다.
* 배열리스트
* 배열을 통해 리스트를 구현한 것
* 논리적 순서와 물리적 순서가 같다는 특징이 있다.
* 원소 추가
  + 배열리스트의 중간에 새로운 원소를 추가하려면 기존의 원소들을 이동 시켜 줘야 한다.
  + 원소의 논리적 순서를 보장하기 위해 물리적인 순서에 제약을 준 것
  + 배열의 가장 오른쪽 원소부터 왼쪽으로 진행
* 원소 제거
  + 제거하려는 원소의 다음 인덱스부터 시작해 오른쪽으로 진행
* 구현
  + [github.com/Snack1511/DataStructure/tree/master/ArrayList](https://github.com/Snack1511/DataStructure/tree/master/ArrayList)
* 연결리스트
* 포인터를 이용하여 구현
* 자료의 순서상으로는 연결된 듯 하지만 물리적으로는 서로 떨어져 있다.
  + 링크에 의해 논리적으로만 연결되어 있음을 시사한다.
  + 배열리스트와 달리 저장 가능한 최대원소의 개수를 지정 할 필요가 없다.
  + 새로운 원소를 추가할 경우 동적으로 원소를 생성하고 포인터로 이어주면 된다.
* 연결 리스트의 노드구조
  + 원소 = 노드인 배열리스트와 다르게 노드 = 자료 + 링크 형태로 구성되어 있다.
  + 이는 노드가 원소를 포함하는 개념이다.

![](data:image/png;base64,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)

* + 위 그림과 같이 노드는 자료를 저장하는 부분과 링크(다음 주소지)를 저장하는 부분으로 나뉘어 있다.

1. 자료 : 정수와 실수 같은 단순데이터 뿐만 아니라 복잡한 구조체 정보도 저장 할 수 있다.
2. 링크 : 포인터를 이용하여 현재 노드와 연결된 다음 노드를 가리킨다.
   * 🡪 제일 마지막 노드는 다음 노드가 더 없으므로 NULL값을 가리킨다.

* 노드추가
  + 기존에 연결된 링크를 제거하고 새로 추가되는 노드의 링크를 기존의 노드들과 연결시켜 준다.
* 노드제거
  + 기존의 링크를 제거하고 다음 노드를 연결시켜준다
  + 연결이 끊긴 노드는 메모리를 해제해서 메모리 누수가 발생 하지 않도록 하는 것이 중요하다.
* 연결리스트의 장점

1. 추가 원소 이동 연산 불필요
   * 배열리스트의 경우 모든 원소를 이동시키는 연산이 반드시 필요하다.
   * 연결리스트는 링크만 새로 연결 하면 되므로 이동연산의 제약에서 자유로워 진다.
2. 최대 원소 개수 지정 불필요
   * 배열리스트는 생성 시 반드시 최대 원소 개수를 지정해줘야 한다.
   * 연결리스트는 동적으로 메모리를 할당하므로 제약에서 자유롭다.

* 연결리스트의 단점

1. 구현이 어렵다.
   * 동적인 메모리 할당 및 포인터 연산등으로 배열리스트보다 구현의 비용이 높다.
   * 메모리 관리와 관련해서 메모리 누수오류의 발생 가능성이 높다.
2. 탐색연산의 비용이 높다.
   * 배열리스트는 특정 원소에 대한 탐색은 O(1)의 시간복잡도를 가지는 반면 연결리스트는 O(n)의 시간복잡도를 가진다.
   * 이는 연결리스트의 경우 원하는 원소를 찾을 때까지 포인터로 노드를 탐색해야 하기 때문에 시간 비용이 높아질 수 밖에 없다.

* 연결리스트의 종류

1. 단순 연결리스트
   * + - 연결리스트의 가장 기본이다.
       - 첫 노드부터 끝 노드까지 일직선으로 구현하기에 간단한 구조를 지닌다.
       - 이전노드로의 링크가 없으므로 이전 노드 탐색 시 새로운 순회를 시작해야 한다.
2. 원형 연결리스트
   * + - 연결리스트의 마지막 노드가 첫 노드를 가리키는 원형의 형태를 가진다.
       - 이전노드를 탐색하려면 순회를 지속하면 된다.
         * 이 경우 전체 리스트를 한번 순회해야 한다.
   * 단순 연결리스트와 원형 연결리스트는 링크가 단 방향이라는 것에 주의하자.
3. 이중 연결리스트
   * + - 노드 사이의 링크가 양방향으로 구성되어 있다.
       - 이로 인해 이전 노드에 대한 직접 접근이 가능하다.

* 단순연결리스트